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# Implement binary search algorithm and compute its time complexity.
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#include <bits/stdc++.h> using namespace std;

int binarySearch(int arr[], int l, int r, int x)

{

if (r >= l) {

int mid = l + (r - l) / 2;

if (arr[mid] == x) return mid;

if (arr[mid] > x)

return binarySearch(arr, l, mid - 1, x);

return binarySearch(arr, mid + 1, r, x);

}

return -1;

}

int main(void)

{

int arr[] = { 2, 3, 4, 10, 40 };

int x = 10;

int n = sizeof(arr) / sizeof(arr[0]);

int result = binarySearch(arr, 0, n - 1, x); (result == -1)

? cout << "Element is not present in array"

: cout << "Element is present at index " << result; return 0;
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#### Output:-
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#### Time Complexity:-

##### At every step, array is divided into half. So total log n comparisons will do done for n

##### elements in worst case (when element is found at last partition). In best case, only one comparison will be done as the element found at mid of array.

# Implement merge sort algorithm and demonstrate divide and conquer technique.
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class MergeSort

{

// Merges two subarrays of arr[].

// First subarray is arr[l..m]

// Second subarray is arr[m+1..r]

void merge(int arr[], int l, int m, int r)

{

// Find sizes of two subarrays to be merged int n1 = m - l + 1;

int n2 = r - m;

/\* Create temp arrays \*/ int L[] = new int[n1]; int R[] = new int[n2];

/\*Copy data to temp arrays\*/ for (int i = 0; i < n1; ++i)

L[i] = arr[l + i];

for (int j = 0; j < n2; ++j) R[j] = arr[m + 1 + j];

/\* Merge the temp arrays \*/

// Initial indexes of first and second subarrays int i = 0, j = 0;

// Initial index of merged subarray array int k = l;

while (i < n1 && j < n2) { if (L[i] <= R[j]) {

arr[k] = L[i]; i++;

}

else {

arr[k] = R[j]; j++;

} k++;

}

/\* Copy remaining elements of L[] if any \*/ while (i < n1) {

arr[k] = L[i]; i++;

k++;

}

/\* Copy remaining elements of R[] if any \*/ while (j < n2) {

arr[k] = R[j]; j++;

k++;

}

}

// Main function that sorts arr[l..r] using

// merge()

void sort(int arr[], int l, int r)

{

if (l < r) {

// Find the middle point int m =l+ (r-l)/2;

// Sort first and second halves sort(arr, l, m);

sort(arr, m + 1, r);

// Merge the sorted halves merge(arr, l, m, r);

}

}

public static void main(String args[])

{

int arr[] = { 12, 11, 13, 5, 6, 7 };

System.out.println("Given Array"); printArray(arr);

MergeSort ob = new MergeSort(); ob.sort(arr, 0, arr.length - 1);

System.out.println("\nSorted array"); printArray(arr);

}
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#### Output:-
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#### Time Complexity:-

##### Worst Case Complexity :- O(n log n)

# Analyse the complexity of Quick sort algorithm
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#include <bits/stdc++.h> using namespace std;

void swap(int\* a, int\* b)

{

int t = \*a;

\*a = \*b;

\*b = t;

}

int partition (int arr[], int low, int high)

{

int pivot = arr[high]; // pivot int i = (low - 1);

for (int j = low; j <= high - 1; j++)

{

// If current element is smaller than the pivot if (arr[j] < pivot)

{

i++; // increment index of smaller element swap(&arr[i], &arr[j]);

}

}

swap(&arr[i + 1], &arr[high]); return (i + 1);

}

void quickSort(int arr[], int low, int high)

{

if (low < high)

{

/\* pi is partitioning index, arr[p] is now at right place \*/

int pi = partition(arr, low, high);

// Separately sort elements before

// partition and after partition quickSort(arr, low, pi - 1); quickSort(arr, pi + 1, high);

}

}

/\* Function to print an array \*/ void printArray(int arr[], int size)

{

int i;

for (i = 0; i < size; i++) cout << arr[i] << " ";

cout << endl;

}

int main()

{

int arr[] = {10, 7, 8, 9, 1, 5};

int n = sizeof(arr) / sizeof(arr[0]); quickSort(arr, 0, n - 1);

cout << "Sorted array: \n"; printArray(arr, n);

return 0;

}![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8vAwAI+AL8ldyzEQAAAABJRU5ErkJggg==)

#### Output:-

![](data:image/png;base64,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)

#### Time Complexity:-

##### Worst Case Complexity :- O(*n*2)

##### Worst Case Complexity :- O(*nlogn*)

# Implement Minimum cost spanning tree using Greedy Algorithm

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8fAwAI+gL9STzyuwAAAABJRU5ErkJggg==)

#include <bits/stdc++.h> using namespace std;

// DSU data structure

// path compression + rank by union

class DSU { int\* parent; int\* rank;

public:

DSU(int n)

{

parent = new int[n]; rank = new int[n];

for (int i = 0; i < n; i++) { parent[i] = -1;

rank[i] = 1;

}

}

// Find function int find(int i)

{

if (parent[i] == -1) return i;

return parent[i] = find(parent[i]);

}

// union function

void unite(int x, int y)

{

int s1 = find(x); int s2 = find(y);

if (s1 != s2) {

if (rank[s1] < rank[s2]) { parent[s1] = s2; rank[s2] += rank[s1];

}

else {

parent[s2] = s1; rank[s1] += rank[s2];

}

}

}

};

class Graph {

vector<vector<int> > edgelist; int V;

public:

Graph(int V) { this->V = V; }

void addEdge(int x, int y, int w)

{

edgelist.push\_back({ w, x, y });

}

void kruskals\_mst()

{

// 1. Sort all edges sort(edgelist.begin(), edgelist.end());

// Initialize the DSU DSU s(V);

int ans = 0;

cout << "Following are the edges in the " "constructed MST"

<< endl;

for (auto edge : edgelist) { int w = edge[0];

int x = edge[1]; int y = edge[2];

// take that edge in MST if it does form a cycle if (s.find(x) != s.find(y)) {

s.unite(x, y); ans += w;

cout << x << " -- " << y << " == " << w

<< endl;

}

}

cout << "Minimum Cost Spanning Tree: " << ans;

}

};

int main()

{

/\* Let us create following weighted graph
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0--------1

| \ | 6| 5\ |15

| \ |

2--------3

4 \*/ Graph g(4);

|  |  |  |
| --- | --- | --- |
| g.addEdge(0, | 1, | 10); |
| g.addEdge(1, | 3, | 15); |
| g.addEdge(2, | 3, | 4); |
| g.addEdge(2, | 0, | 6); |
| g.addEdge(0, | 3, | 5); |

// int n, m;

// cin >> n >> m;

// Graph g(n);

// for (int i = 0; i < m; i++)

// {

// int x, y, w;

// cin >> x >> y >> w;

// g.addEdge(x, y, w);

// }

g.kruskals\_mst(); return 0;

}![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

#### Output:-

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAi8AAACnCAIAAABWyiuPAAAcOklEQVR4Xu3dPXPiWoIG4P4PO1u7c2dndm7VzNwebwcqEoqAcqJyIieUExWJSFQkIhIJRQIRTvAfgAQiHCmCSI4UyZEyRThSpkiZMu05EgahjyPZYAt3v9RTt/rq+/vVOTqyvv3Hn/4LAACgWt/Snf7yl7/9/vs//vnP7//+9/9dXf0AAAD4aEdp9Ntv//PHH/9ODwQAAPChDmn0t//9OwpDAABQiV0a/fWvf0/3AwAA+Bw0jf7857+iVAQAABX69qf//O8//rhK9wAAAPg03377y9/SXQEAAD7Tt99//0e6KwAAwGf69s9/fU93BQAA+Ezfvn/HQyMAAKjYt3QnAACAT4Y0AgCA6iGNAACgekgjAACoHtIIAACqhzQCAIDqIY0AAKB6SCMAAKge0ggAAKqHNAIAgOohjQAAoHpIIwAAqB7SCAAAqoc0AgCA6iGNAACgekgjAACoHtIIAACqd3IaCfNtkPz5ep9LD5nhemTux3lS3tb3LOgsSi/tT4JXHqaDdj3dfWIH/kZOdf9s8sYL7KmQ6l6ZDzxILn1ffIC8Vf4E55l1+eNTefLJtcvVZG7Xpa48eaSLp8X2bI2X57rleH7ge65jG9qk0wx7yRodNuvnalJqXj+F86TRVhsqSu9AvE4OloOrX/P8jTizM/OG3fccGqpm26vuR1xoLpa89gP7nk91v5QrYPmz/ZN84EFy6fviA+St8ic4z6zLH580jXzPI+FRC7s0FN3zSezE0qiubNzA3+rzkdpTBuPpythuH8WwV7PV3V1O1blFJmTO1d0Fttuqp+b1UzhPGpmDsvGTiR9ZjLxh94W3yjsnL+UKWP5s//oufV98gLxV/gTnmXX545Omkb1ev7hah97K1Hu6R/83lkY3E3JtM8dRYWiHq6Xue7prGmHd5PR/Oh+eRk3pYb0rhzrW+l7KSnV23jD65ky8vXCC7ewuNXy8e0+npWj6S1fCRNeCkTI3ti6d9vZpIjaOJ1UT1Ec6ZzJjc6mOSh+gBN+brZ9tOu7rYjePB6Cb1NOUO3X1vI3WzZ5Lr4V9TugvDNulI7tbY6nwqennosd06vc8eN0j0VoPpPu1nb3WJ8yaPW5NGLA3ZsHWZk78cJCEW9JYqTfxvkwnHiQMVe4LcpMujh7pYpOfS47AB/n4CMw5rajCtc7f2gWrTOUf+cl4Fh/dwFmIsXGpvPUqnjVzexYenzloGllTZb4lpSMurKazHpRZPI3oFclbFxa7kUYlRWk0uanXGzuxbOdac9sPHONBlTqSOjdIodR+EFITYeQNo2/+xGvK2vfN4dEdB9EcW2TXy1GpuVZv3vD83dTKudCQo9Kcy3yjzndmpJzsLFuxAeqy5pDytTaWpY4yfaJnTskDlJDmukYL5pLYlpTxyvJ8ex6feLhJfcd5sVZDqXXDCx11Nt6lkTA2vcCzHkdyR5KHC8sLnMd9UBUhq0xrPgfkEktOcp6s/g3fbOzXPVxrcv4/TdWurNzrTnC01qfMmjluXaaVFXa4MdWp4fjJjVmwtZkTv2oODbL39HtFaotSbzB9XE/bycXLddJBwlTdvriqSYsXP3DNxVCW2pLcn66fV/JhgPzTiipYa9bWLlhlKv/IL5FGjPUqmjVzexYen7nCNJoIdzMaR9eK7lmT29ZRGjVUsr18e6XeNVm7D2lUUkYrBmfRivrW5LVHH7nt7+vpfnW1XR4c5OUNsy9r4k0yihc9PGy05L4s0I5kAM9/HhzdBmY/oA5PuZfZbi1+cMqGHMWTw+3S9cAkHfanaE3W3LIHaJq4dGLzosJN6hn9ZJqG9c6Bu5H393T05PcZBdNMefUV4Vo7K3G3d+r0RNmv9SmzZo9LdkF8YzYUsluPNiZ7a7MnTrJf8xKb983ed5CU8un7ghTN70mC2Bk1BxHWaXVVuNYltnbeKlO5R36JNCpYLypn1uztWXh85ovSiP9BEsjVNcOjG+o4jchi99fbsOBGypnW02LU5TNiCWlUUngA2YueRO6kIuLd6wYlNwXkNO4dTmOuT8+q6W1iIjl5w+7LnHhr6fjhEVOnHb01HYwcB/72uBTCuNCQOe4Pi+Sh3yXnnLM43GJHF4tSByh1LU00M6yqo7dZ9HfcSCa8QzTUdLVPh8zX0zqxLjdkSd96mOack+y1PmXW7HG79Oq3im3MgXF8trO3Nnvi5Gwfm/SGeTlS2kIzeRtUzvsOklI+fV/Qzcs8VpmnVcGCldraeatM5R75xWlUtF5UzqzZ27Pw+Mz3mkZXrfCWPYy0ZBpRDUEeThcbWlNIUsmei8lAQhqVxHpu1F65id1Md238yhLJyRt2X+bEud7ao4c1vbOzLNsh93oNcotN9ujxNYVxock/9Lk+LfHHM1Wmd4ilDtCrGg1F39EnPbF1Kwi3gvLo0MMzNkxUex7vEgnnm/6ll58t55xkrvUps2aPW7gx2QOwJx5qSvea+UJPdNLdMaZveLoTeddBUs5n7ws6ZSv5tOYI87RiL1iocGvnrTKVd+SXmG/RelHZs2ZvT/bhx7ZPo6vb0drQBvQRWlYa7dV49ckNfHOUuJwijUpipVHqPissqaTLRrRiLSNv2H3ZE6fla3fVkVaOOWpPrJeFSG6xfWOQODfed6Fh362z0eeWZMEOc5Qe6elfJo3Cmzhn1aUZFsPn3ITmyT4nC9b6lFmzx4025qGChVNpS6Q3lY3yJx5X48WhtvUDZ9eCtrT3HSSlfPq+KCxDsE8r9oLF5W7tvFWmco/8MGzi86VnzTnLRvnbs/D4zHdIowNmGv1IH+1RR6RROaw02tVBH17+oo0jvfRzo7Dwm3tfk9O3YOK0CGJv1lt6NAhT215vtlHd3dFE3nehYT/JYOuQe89Ye7+aSNKpbBqF7ytY6dPpbehbddt5RlsS1lqfMmv2uPS+Id7IVVw5b31ulD/xpPCi9qQma0LY3neQlPLp+2L3fIUcgTkFqYLTirlgSZlbO2+VqdwjP7oIGLE2hxZ9Ph2fb8F6UTmzZm/PwuMzX3Ea1Zr88ZUzevo1STT7RBqVxEoj2j6H3B65YfscWZ2bYfucjHZHwr3t+1ttKIltsXWbfFk6py974lz4KvPuQRFtKRA+ndn3rV83adMa2lwqMMcC/fd187h9LeOUi1p50WY2YluePG290g82rxrymkxso9KGFQ1B1ba0pXfJNKKbwvR8x1iOlI4kdZXB/UK3Vkoy3dlIWdMPXrRBm94D8tf7s7dgrU+ZNXPcOo0XZz0ge7bWlOYWfQP9aGMWbG3mxK/kR0tfTqIWjFELMXOcc91JOvEgKaOCfXFoezZWpE7Y9sxKtKljnFYFC1Zia+etMsU48ull2rcXHb5ea4pj3fGTaVS0XqxZM7dn4fGZqziNrkeW55jabNRXlJ46mtP18oxBsi0M0qgkZhpdhe8f6PSJffTuwkPy3ZqdmjDQwmd45Pc8Sg6T25c18eaQ3FK/lnlpicQ3+vsko21/Uj/ntchScMpFixR7A0YZbdKHXa56exK+RRK92aAqy+QZyDgnr8IXI3br7NM/JLJ6kEvOd4+7G9FXQqKVTr7jwljrU2bNHJfu3+j9FtfeTKZPqfc5CrY2a+JCf6VbW3f3Aoy1vheThexcJx8kJVSxL67C93JM+sLQ7sRJv2+Ud1oVLFiZrZ2zyuHojCOfHCSb3ctX5lId0IRIbe2C9WLMmrk9C4/PHMVpVOOVh5VhO69bzDaWg1b6rgJpBKXRegPvULkBHwpbG+CnhDR6F64zmo1V6U4Q7kRlbrr+dtFmVFjDSbC1AX4BSKN34dpTI/rjPrT0rs+6JR9FwHtgawP8ApBGAABQPaQRAABUD2kEAADVQxoBAED1kEYAAFA9pBEAAFQPaQQAANVDGgEAQPWQRgAAUD2kEQAAVA9pBAAA1UMaAQBA9U5No6Y0Xuy+aBJ+UmR6KX/RkleWuvlCP0pCFoz+qc2ecHHfILid2nTx1kq6FwDAr+XENGoMDN+1nxbT8UAdTjT6XURX6yY/3loFcfpsrpfTSbhgC8PxA1fv7z8nfAn40bPn0RRHGgEAnJhGP5pH3xKu0Y/2+umPt1ZPXDhZX5WtTrOvu/ZiQrcX0ggA4NQ0SqDf5QxeZq1k98rRLyinvgpcnYa8dh1SiJQekUYAAFfnTqOasvYCb6NczhMarsbVrwXp3nADzxyWe6ZVq9cbWfbfqy8coAAnPTqeoZKCGtIIACB0zjTixOXW9+3pbbpXRdorNwh/vqOPy7ZiUDZ+NFLi52lyyQHYuLuZ7VmTW/pvpBEAQOh8adTsrZ3AM8blyh9xNY7bFS84Ll28YPdlq/Gttih11cnG9nxH65VqxVC/laROBvF21zqjcAAmYWL5zlKMohFpBAAQOlMa1dszmxSL5mI91auQuHT2xYvtvPWmvqXV1ScvcFdSsnuWwoq4wgHyNYeG5+nqDUlWoh62+tBVErSpIQEAfiXnSCPubmLSoof8vhZr3E1LbIuRVryFXom+5QkPdhCYo+tk97TCirjCARhasXCN/0hpKT0wAMAv4/Q0uhnobuA+qZfSXC1bc/DsB95aLlF8KayIKxyAIR6uYlsakRKbb047Yuvm/UELAPD1nZhGDXlF7vVdY9pXlN6rbusd9XVn1lltHVNbTkdDVR1OVs+OH9CKxEurEMNzIwCA0IlpdDu1k3VOYY1VeshPdi1PNcN26F8sIgvkvhir8XueaX00pBEAQOjENAIAADgDpBEAAFQPaQQAANVDGgEAQPWQRgAAUD2kEQAAVA9pBAAA1UMaAQBA9ZBGAABQPaQRAABUD2kEAADVQxoBAED1kEYAAFA9pBEAAFQPaQQAANU7QxpxQn9hvni+77svxqLHX8YX7XhlqZsvDv2+ke+5tj7rCZexYHXVSHwPypndpQcDAPilnJxG9a7mBP52M1G66mSz9QNn1bmEj2qL02dzvZxOxgN1OFkYjh+4er+ZGuzzhWlkrwb7T+X2JKGRHgwA4JdyahrxE8sPXmbC7n9bs5fAfx41k4NVTlw4QXARCxam0fPgAj9ECwBQnRPTqDEw/GA7b+27iEtSUtLVi7vZ5yd2EFgTPtn98x3S6DJqDgEALsGJaXRHihy+0adVc1yN/rc+NINgezkPQshS1a8F6d5wA88c8ukBMtTq9UaWWukBWMI08n0/fGTkXdCTNgCACp2YRh3NDfx1l2sODS/w9H6T6+l+4K7aqSEr0V65UUMB39HHZVsxKJsoKZI/T5NLDsDEyQ/abKwqXUnuTzTbCwJ33aunBgMA+KWcK416a9dztG79PWlU47hd8YLj0sULdl+2Gt9qixJtXmF7vqP1SrViqN9KUieDeLvLjMIB3qAmrZwgsC+hChEAoEInplGspi7yjpo6+qjp9Rd/BFWmb2l19ckjKSklu2cprIgrHOAtZM0jga68a1wAgJ/FiWl0jlYM3E1LbIuR1nWydTi7b3nCgx0E5ug62T2tsCKucIA3QRoBAJycRrSFd/AVWng3B89+4K3lEhf9woq4wgHeoCHTuk5rhJo6APi1nZpG9O1Xd/f2q3JBb792VlvH1JbT0VBVh5PVs+MHvj0XSzZk+EB3M/vFWM0nZMEG9wv9hRSztqvO22MMAOCncnIahX8ZaEX/MlDgX1B75Wt5qhm249K/DBR4LgmAsXgRL5xeKwuyXOFiBb67fdZGbUQRAMAZ0ggAAOBESCMAAKge0ggAAKqHNAIAgOohjQAAoHpIIwAAqB7SCAAAqoc0AgCA6iGNAACgekgjAACoHtIIAACqhzQCAIDqIY0AAKB6SCMAAKjeGdKIE/oL+kUJ33cv54sSP664W3Wm6Rb91EUQWJPL+Zxd0YJd6PYEAPhIJ6dRvas5u6/tqRf0tb0fV82x4Tm2sVmbbuZFvzLsBbvY7QkA8JFOTSN+YvmX/SVyfmRlXPQvQOaCXf72BAD4CCemUWNg+MF23tp3EZfkzl5XG6khK5N50b8EWQv2BbYnAMBHODGN7hbkYmn0aVUSV6P/rQ/NINjO7lJDVibros9Wq9cbWWqlBygla8G+wPYEAPgIJ6ZRR3MDf93lmkPDCzy93+R6uh+4q3ZqyMpkXfSZlA1tXpD+eZpccoByshbsC2xPAICPcK406q1dz9G69fdcPWsctytecFy6eMHuWyzros9Uv5WkTgbxtl5ygHKyFuws2xMA4Os5MY1iNUuRd9Qs0Ucjr7/4I5MyfUvIuuizFVbEFQ5QStaCnWN7AgB8QSem0TmeunM3LbEtRlrXydbM7L4lZF30mQor4goHKCdrwc6xPQEAvqAT04i2SA4uu0Vy1kWfqbAirnCAcjIX7PK3JwDARzg1jejbmu7ubU3lst7WbAhyT1F6I+0lCJz1iP5bFi6hkMFcsMvdngAAH+jkNAr/ks2K/iWbwPcu6i/ZtBeHJ067n7O4hOYABQt2qdsTAOADnSGNAAAAToQ0AgCA6iGNAACgekgjAACoHtIIAACqhzQCAIDqIY0AAKB6SCMAAKge0ggAAKqHNAIAgOohjQAAoHpIIwAAqB7SCAAAqoc0AgCA6iGNAACgeqelkfJEv8ntavLrN3jqypMXpL/JfT0yA1/vv/ercSeO/kEarcHSsF3P933XsfWlKtRSw7wTrzxMB+03fUk2VOPluW454beRyDIZ2qTTTA5Toc/ej7JGD8asn6tJyYEvC3erzjTdop+5Sn8gmOxoQX00t3Q/+65tzPARLPgZnJ5GvueRczu6EDcU3fPJOZJMo4aq2faq+97L0Imjf4SGtLDJetraw0DpqaOHlfmiD872YVl57Qf2PZ/qzlZXNvSzsfp8pPaUwXi6MrbbRzE1WHU+ez82W11FoZ/WVdS5RY5Uc65G/6t0W/XkwJelOTY8cjuxWZtuOo2ayhPZ0bY2VmR8IBh+Hqenkb1ev7haeDLUe7pH/zeVRj+d1nwbBPbsLnYJqHHnuz99VxrdTCxywR0fFYa4Gi5Soe6a3iN1U90vHT+yUmlEd3RgPwivXVqzl8B/HjST4wJ8LaenkTVV5ltSOuLCajrrQZnF06in06oG+susouEnduBvRsrc2Lq0mLV9mojxEkb+6MKD7TuGZji+71pzRX20PfKv52lrV10WTfkQiuKjGzgLsdS4haQVuTc1Bvn3103pYb2rMXOs9b10POS+L+1tGyv15rUXvWimfs+MGcXQD5x7a1bJg162vKfpZGOHG9sxH49qF/nebP1sk+XaL3bsAsfeU+y+rP1YPO6PqGKKbjC6zEt1tPECeyocTaRIfhoJ5MbC05Q7dfUcVn2RPTKXXm8sOKG/MMjWIt3drbFUjsso7L479TtZHaryLWO/MGSlUXftBe6qc+hCj21fV8oevQCX6QxpNBHuZjSOrhXdsya34SVvn0a1evOG5++mVsZl6Cq6EpFT2ZzLfKPOd2aWHzjL1mGA/NFJogTBVutLytL26b9UqbuwfG/diwYrSCPmuEXCm9PtfH9zmsC15mSyjvGgSh1JnRu0VuVwJ3vVHBqkr36vSG1R6g2mj+tp+3Vcsr7XPH8zIBdvck3kybrf8M1GuaVqqGS6vr1S75o5pTS6a4LAs8iUa1yzPSJL5jzur7xX0lzXaC2fJLYlZbyyPN+e7/cFe0+x+7L2Y/G4P+qy5gT+VhvLUkeZPtHMOHMa+Y7zYq2GUuuGFzrqbLzbJsLY9MjmehzJHUkeLizvaHOx+x5NP3h7SXcnO418kkb7Y4Yc20uHzGGyv6cB+JLOkUY8vcy5umZ4dvTvVE1d7uPr8Er0Mmvt/pdTNuQynHpmmzV6WL4J04Vk4e5WUZja++t+QRoxxy1CSyFBok7soCbTe1daWIy6cPLGpS09Xm9dJc2LrXKmd9XUkcJNf70NyyCkgGE9LUbdxMPtMI1eNwId/p6kg6HmPO6i17jDcrL3FLvvq6z9WDzu9cD0YxVTNVlzz51GgWf0U3uTPgQN3I28L5jS2wjfHFyX6Juc/nv2ZigrjW7JQeubw/0CN0fP9J5qdpceHeALOU8aRc9RokvGm9PIf1L2F814ZrBHp4kSXZJuSI5EpyI/sfzt7na+KI1Y4xZhpxFNOF+PFbO4Pim02NPb3f/yY3J1dc3lSGkLzezalXemEdUQ5OF0saEVSCSV7LkYC6TwAUNsa1+1V268zudammhmWFXn7yrWDm3P2HuK3Xc//Yz9WDxul6S3szgUBeq0DHjeNMqM5A6Zr6fFKsRImdjeT4Td92yy0ii8cwqc9eCuztWa4lgPK32RRvDVnSmNrm5Ha0Mb0LqCt6dRTmawR48lymSfKCPLd5ZRKzLWlIvGLcKuqaOX+OPrFK3oj19Pm9K9Zr7QuCCB4RjT5GOSU9Jor8artOWVOTrcrad2TRic6+gCWiN9fd/RJz2xdSsIt4Ly6NChdwOztmdR31dZ+7FwXK5Pqy33WU7ItPB01jQ6rOZBON/0b7f87L7nk5lG5AhUNXvXet1/WY/uSTnNQk0dfHHnSqOD1CXvR95l6KrwSsQYvShReNrCLDZl6YxpxG7FkCob1Y/LRgc1XhxqtH1ush32OdLoR7pUEZWN1EPZqBMrG9ECnxtvKEy32AWkUWotPqBslJVGYenHWXVpMMfwu+Isu+/Z5KRRqH5D5kifEdLnoO7qwt+gAijy06ZRfWAEwSEwaDidL412z42zW3jvnhsd3giWN7RSZ//c6FiYmvGEoOhrm7llrzy1Jn/80IK/t+gTmMMtc/jcKPYEi9avklCNSmY0mWK1PTWRVkdeQhp9wnOjzDQKX56z8u4J2H1j6nfKYDg4Z5u6hAbdIG5WAwqAL+Vj04irXzdpwzDamCowxwL993UzVqRgX4lYoxcmCr0W+/aiw9ejunX/nGl01ZBWL+T6Zr2+/aqZzutlnbapIwUeN2xTJ6tzM2xTd3giJT9a+nISNV2LWtyZ48RFrUkWJnjRBm16x81fl7uQXY8szzG12aiv0EWa01X2jEFs74Rp5NO6QbUjyeOoWPZ6FWvIa7LtN2Gb74agalva0vs8acTaj0XjXr22qbO1sSy25cnT1vM+JY1Ir3vTI1trOVI6ktRVBvcL3VrtG1Kz+x5N/x2tGBqCTF/UHWm04cl6RP8tC681unx/pc0ng75KZmqQ3ezqaqr1BMBX87FpRJuPpX5O7HEr+0rEGr04UWrCYPdizdZcqgPtjDV1oYY4eqSvyETvqBhLNXZ9bEoPOm0OEL248xB/cedK6K90a+vuXjey1vdiusaPuxvRN5KiNS75vlGNVx5Whu28Tpks0uD4Dapw12xG9N2drPeN6u3JOmr8QN+eUZVl/DLN3lPsvqz9WDRu6Oh9I2W0SR91Rd6VRtEbRbsdSf/8k7F6kGPzZfeNTf8daRS2lElssX11ZbO7oM8doyPvaSbflLtfAbhop6URfCnRjYKU6v610LpN71ARCgA/B6TRL+SrphHXGc3GqnQnCHeiMjddf7toozQA8JNBGv1CvmwatadG9BeLAt+19Vn3jbVeAPAFII0AAKB6SCMAAKge0ggAAKqHNAIAgOohjQAAoHpIIwAAqB7SCAAAqoc0AgCA6iGNAACgekgjAACoHtIIAACqhzQCAIDqIY0AAKB6SCMAAKge0ggAAKr37fv3q3RXAACAz/TtX//6nu4KAADwmf4f+m4jKq2SrsQAAAAASUVORK5CYII=)

#### Time Complexity:-

##### Worst Case Complexity :- O(e log e)

# Practical - 5

# Implement greedy algorithm to solve single-source shortest path problem

// A C++ program for Dijkstra's single source shortest path algorithm.

// The program is for adjacency matrix representation of the graph

#include <iostream>

using namespace std;

#include <limits.h>

// Number of vertices in the graph

#define V 9

// A utility function to find the vertex with minimum distance value, from

// the set of vertices not yet included in shortest path tree

int minDistance(int dist[], bool sptSet[])

{

// Initialize min value

int min = INT\_MAX, min\_index;

for (int v = 0; v < V; v++)

if (sptSet[v] == false && dist[v] <= min)

min = dist[v], min\_index = v;

return min\_index;

}

// A utility function to print the constructed distance array

void printSolution(int dist[])

{

cout <<"Vertex \t Distance from Source" << endl;

for (int i = 0; i < V; i++)

cout << i << " \t\t"<<dist[i]<< endl;

}

// Function that implements Dijkstra's single source shortest path algorithm

// for a graph represented using adjacency matrix representation

void dijkstra(int graph[V][V], int src)

{

int dist[V]; // The output array. dist[i] will hold the shortest

// distance from src to i

bool sptSet[V]; // sptSet[i] will be true if vertex i is included in shortest

// path tree or shortest distance from src to i is finalized

// Initialize all distances as INFINITE and stpSet[] as false

for (int i = 0; i < V; i++)

dist[i] = INT\_MAX, sptSet[i] = false;

// Distance of source vertex from itself is always 0

dist[src] = 0;

// Find shortest path for all vertices

for (int count = 0; count < V - 1; count++) {

// Pick the minimum distance vertex from the set of vertices not

// yet processed. u is always equal to src in the first iteration.

int u = minDistance(dist, sptSet);

// Mark the picked vertex as processed

sptSet[u] = true;

// Update dist value of the adjacent vertices of the picked vertex.

for (int v = 0; v < V; v++)

// Update dist[v] only if is not in sptSet, there is an edge from

// u to v, and total weight of path from src to v through u is

// smaller than current value of dist[v]

if (!sptSet[v] && graph[u][v] && dist[u] != INT\_MAX

&& dist[u] + graph[u][v] < dist[v])

dist[v] = dist[u] + graph[u][v];

}

// print the constructed distance array

printSolution(dist);

}

// driver program to test above function

int main()

{

/\* Let us create the example graph discussed above \*/

int graph[V][V] = { { 0, 4, 0, 0, 0, 0, 0, 8, 0 },

{ 4, 0, 8, 0, 0, 0, 0, 11, 0 },

{ 0, 8, 0, 7, 0, 4, 0, 0, 2 },

{ 0, 0, 7, 0, 9, 14, 0, 0, 0 },

{ 0, 0, 0, 9, 0, 10, 0, 0, 0 },

{ 0, 0, 4, 14, 10, 0, 2, 0, 0 },

{ 0, 0, 0, 0, 0, 2, 0, 1, 6 },

{ 8, 11, 0, 0, 0, 0, 1, 0, 7 },

{ 0, 0, 2, 0, 0, 0, 6, 7, 0 } };

dijkstra(graph, 0);

return 0;

}

// This code is contributed by shivanisinghss2110

Output:
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**PRACTICAL - 6**

**Use dynamic programming to solve Knapsack problem.**

#include <bits/stdc++.h>

using namespace std;

// A utility function that returns

// maximum of two integers

int max(int a, int b) { return (a > b) ? a : b; }

// Returns the maximum value that

// can be put in a knapsack of capacity W

int knapSack(int W, int wt[], int val[], int n)

{

// Base Case

if (n == 0 || W == 0)

return 0;

// If weight of the nth item is more

// than Knapsack capacity W, then

// this item cannot be included

// in the optimal solution

if (wt[n - 1] > W)

return knapSack(W, wt, val, n - 1);

// Return the maximum of two cases:

// (1) nth item included

// (2) not included

else

return max(

val[n - 1]

+ knapSack(W - wt[n - 1],

wt, val, n - 1),

knapSack(W, wt, val, n - 1));

}

// Driver code

int main()

{

int val[] = { 60, 100, 120 };

int wt[] = { 10, 20, 30 };

int W = 50;

int n = sizeof(val) / sizeof(val[0]);

cout << knapSack(W, wt, val, n);

return 0;

}

Output:

# 

**PRACTICAL -7**

**Solve all pairs shortest path problem using dynamic programming.**

// C++ Program for Floyd Warshall Algorithm

#include <bits/stdc++.h>

using namespace std;

// Number of vertices in the graph

#define V 4

/\* Define Infinite as a large enough

value.This value will be used for

vertices not connected to each other \*/

#define INF 99999

// A function to print the solution matrix

void printSolution(int dist[][V]);

// Solves the all-pairs shortest path

// problem using Floyd Warshall algorithm

void floydWarshall(int graph[][V])

{

/\* dist[][] will be the output matrix

that will finally have the shortest

distances between every pair of vertices \*/

int dist[V][V], i, j, k;

/\* Initialize the solution matrix same

as input graph matrix. Or we can say

the initial values of shortest distances

are based on shortest paths considering

no intermediate vertex. \*/

for (i = 0; i < V; i++)

for (j = 0; j < V; j++)

dist[i][j] = graph[i][j];

/\* Add all vertices one by one to

the set of intermediate vertices.

---> Before start of an iteration,

we have shortest distances between all

pairs of vertices such that the

shortest distances consider only the

vertices in set {0, 1, 2, .. k-1} as

intermediate vertices.

----> After the end of an iteration,

vertex no. k is added to the set of

intermediate vertices and the set becomes {0, 1, 2, ..

k} \*/

for (k = 0; k < V; k++) {

// Pick all vertices as source one by one

for (i = 0; i < V; i++) {

// Pick all vertices as destination for the

// above picked source

for (j = 0; j < V; j++) {

// If vertex k is on the shortest path from

// i to j, then update the value of

// dist[i][j]

if (dist[i][j] > (dist[i][k] + dist[k][j])

&& (dist[k][j] != INF

&& dist[i][k] != INF))

dist[i][j] = dist[i][k] + dist[k][j];

}

}

}

// Print the shortest distance matrix

printSolution(dist);

}

/\* A utility function to print solution \*/

void printSolution(int dist[][V])

{

cout << "The following matrix shows the shortest "

"distances"

" between every pair of vertices \n";

for (int i = 0; i < V; i++) {

for (int j = 0; j < V; j++) {

if (dist[i][j] == INF)

cout << "INF"

<< " ";

else

cout << dist[i][j] << " ";

}

cout << endl;

}

}

// Driver code

int main()

{

/\* Let us create the following weighted graph

10

(0)------->(3)

| /|\

5 | |

| | 1

\|/ |

(1)------->(2)

3 \*/

int graph[V][V] = { { 0, 5, INF, 10 },

{ INF, 0, 3, INF },

{ INF, INF, 0, 1 },

{ INF, INF, INF, 0 } };

// Print the solution

floydWarshall(graph);

return 0;

}

Output:
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